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A common format used for reporting data is fixed-width columns. In this format, columns are set to a specific width, with no delimiters between them. This is an optimal way to store data, but can prove to be difficult when importing and exporting it. For example, most spreadsheet applications (e.g., Microsoft® Excel) offer fixed-width importing, but using this feature is tedious and error prone. Likewise, exporting tabular data into columns of specific widths requires truncating and padding each column—an equally arduous process.

In this article, we will discuss more elegant solutions which use R to entirely automate these processes.

## Importing Fixed-Width Data

As an example, we will import some fictitious data similar to what we may receive from a job-services agency. (Data such as this may be cross-referenced with graduated students to track success in their respective fields.) We will parse its columns into tabular data, remove columns that we don’t need, reformat the data, and finally rearrange the columns.

Before delving into any R code, let’s first review how to import this type of data. The steps for importing fixed-width data are as follows:

1. Understand the file specification.
2. Decide which columns to import (and which to ignore).
3. Review any idiosyncrasies that may occur in the data.
4. Plan how to transform and reformat the data.
5. Decide how to reorder the columns (this may be optional).

In our example, the input file will appear as such:

![](data:image/png;base64,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)This data’s format specification is:

* Column 1: 6 spaces (a placeholder).
* Column 2: the person’s social security number (9 characters).
* Column 3: the person’s last name, which will be 10 characters.
* Column 4: the person’s first name, which will be 10 characters.
* Column 5: the company that the person currently works for (25 characters).
* Column 6: the letter ‘Y’ (a control character).
* Column 7: the year that he/she started working there (8 characters).
* Columns 8 through 11: his/her pay for quarters 4 through 1 for the last year (6 characters, each).
* Column 12: the letter ‘X’ (a control character).

At this point, we will decide which columns we need to import, as well as how to import them. This is the import logic that we will use:

* Column 1: skip this.
* Columns 2 through 5: import these as text (also, we will combine the person’s first and last name into one column).
* Column 6: skip this.
* Column 7: import as a date.
* Columns 8 through 11: import as integers (something to note is that if no income is available, then these columns are filled with "XXXXXX").
* Column 12: skip this.

Now that we have our specifications, let’s began actually coding it in R. The first step in any R script is to define the libraries that we need:

suppressMessages(**library**(lubridate)) *#used for reformatting dates*  
suppressMessages(**library**(dplyr)) *#data transformation functions*  
suppressMessages(**library**(magrittr)) *#used for pipe (data assignment) operations*  
suppressMessages(**library**(stringr)) *#string manipulation functions*

Next, we will begin importing our data from "C:/data/EmploymentData.txt" with the **read.fortran()** function and assign it to a dataset named **EmploymentData**:

EmploymentData <- read.fortran("C:/data/EmploymentData.txt",

The next argument to this function is where we define the columns to import, as well as how to import them:

EmploymentData <- read.fortran("C:/data/EmploymentData.txt",  
 c("X6","A9","2A10","A25","X1","A8","4I6","X1"),

This argument will be an array of strings that provide the column definitions. Each of these strings follow the format:

* An optional number specifying how many times to repeat this definition.
* A character defining the column datatype.
* A number defining the width of the column.

Our first definition, "X6", will skip the first six characters (‘X’ means to skip the column).

Next, the "A9" definition will import the social security number as a string (‘A’ means alphanumeric).

After that, "A10" would import the next 10 characters as letters. However, because the both the first and last name columns are 10 characters, we can instruct the parser to use the same column definition for the next two columns. We can accomplish this by placing a ‘2’ in front of the "A10"—this will tell the parser to read the next two columns as 10-character-wide columns. In other words, "A10","A10" is equivalent to "2A10".

After reading the individuals’ names, we can then read in the company names with an "A25" column specification (the company name being a 25-character-wide alphanumeric column).

Next, "X1" will skip the 1-character (control-character) column between the company name and the date of hire.

Next, we will read in the date of hire as an alphanumeric column with an "A8" definition (we will convert this to a more usable date format at a later step).

The next four columns represent the person’s income for each quarter from the previous year. We will read these columns as six-character-wide integers (i.e., whole numbers). We could request that the next four columns be imported in this format by entering "I6" four times ("I6", "I6", "I6", "I6"); however, by using "4I6" instead we can accomplish the same thing with a single string.

Finally, we will skip the end-of-line marker (‘X’) by specifying "X1".

Now that we have defined the columns to import, let us apply some useful names to them. The optional parameter **col.names** in **read.fortran()** enables us to define these column names, which will be an array of strings:

EmploymentData <- read.fortran("C:/data/EmploymentData.txt",  
 c("X6","A9","2A10","A25","X1","A8","4I6","X1"),  
 col.names = c("SSN","Last","First","Company",  
 "DateOfHire",  
 "Q4\_Pay","Q3\_Pay","Q2\_Pay","Q1\_Pay"),

Our final step in our call to **read.fortran()** will involve dealing with missing data in our quarterly payment columns. According to the file’s specification, missing data in these columns will be written as **XXXXXX**. To instruct **read.fortran()** to see this as **NA** (i.e., missing data in R), we will define this with the **na.strings** parameter:

EmploymentData <- read.fortran("C:/data/EmploymentData.txt",  
 c("X6","A9","2A10","A25","X1","A8","4I6","X1"),  
 col.names = c("SSN","Last","First","Company",  
 "DateOfHire",  
 "Q4\_Pay","Q3\_Pay","Q2\_Pay","Q1\_Pay"),  
 na.strings="XXXXXX")

At this point, we will have our employment data; however, we may still need to apply some additional transformations to get the data into a format that we can work with. The first step to transforming data after importing it is to “pipe” (i.e., reroute) the dataset to a series of downstream functions. To pipe our data, add a **%>%** after the call to **read.fortran()**:

…  
na.strings="XXXXXX") **%>%**

Now, we can add our various post-import functions to edit the data. In R, a useful method for transforming and creating columns is the **mutate()** function. (In some ways, **mutate()** can be thought of as a spreadsheet formula in Excel.) Our first operation will be to convert the hire-date column from a string to an actual date:

mutate(DateOfHire = ymd(DateOfHire)) %>%

In the above code (which should be directly after the call to **read.fortran()**), the existing column **DateOfHire** will be converted from a *yyyymmdd* formatted string into an actual *yyyy-mm-dd* date column. This will make this column easier to read and work with. (Note that we included another **%>%** after this function call, meaning that the output from this operation will be rerouted to yet another transformation function.)

Because we imported the alphanumeric columns using specific column widths, some of our textual data (e.g., company names) may have unnecessary whitespace after it. To remove this, we can apply the **str\_trim()** function to each of these columns:

mutate(Last = str\_trim(Last), First = str\_trim(First),  
 Company = str\_trim(Company)) %>%

Another change we would like to make to the data is to combine the persons’ first and last names into one column.

mutate(Name = sprintf("%s, %s", Last, First)) %>%

In the above code, a new column, **Name**, is created by combining the last name, a comma, and then first name for each person.

Our final step will be to remove the **Last** and **First** columns (since we now have a **Name** column to include this information), as well as rearrange the quarterly payment columns into a more logical order. The function **select()** (similar to the SELECT function from SQL) enables us to pick which columns to include in our final output, as well as their order:

select(SSN, Name, Company, DateOfHire,  
 Q1\_Pay, Q2\_Pay, Q3\_Pay, Q4\_Pay)

In the above code, we have requested only the columns that we want in the final dataset, as well as rearranging the payment columns in a Q1…Q4 order.

Finally, we will have our employment dataset. This data can now be viewed by either entering its name (**EmploymentData**) or by calling **View(EmploymentData)** (if you are using RStudio).

At this point, we could also export this data to a tab-delimited file by using the **write.table()** function:

write.table(EmploymentData, "C:/data/EmploymentDataTabbed.txt",  
 sep="\t", quote=FALSE, row.names = FALSE, na = "")

Here, we are writing our dataset to **EmploymentDataTabbed.txt**, where tabs ("\t") are the column separator, none of the columns are quoted, no row names are included in the output, and any missing data will be written as blanks.

By creating this R script, we will now be able to completely automate importing any future fixed-width data (in this particular format) and exporting it to a tab-delimited file.

The full R script is as follows:

suppressMessages(**library**(lubridate)) *#used for reformatting dates*suppressMessages(**library**(dplyr)) *#data transformation functions*suppressMessages(**library**(magrittr)) *#used for pipe (data assignment) operations*suppressMessages(**library**(stringr)) *#string manipulation functions*

EmploymentData <- read.fortran("C:/data/EmploymentData.txt",  
 c("X6","A9","2A10","A25","X1","A8","4I6","X1"),  
 col.names = c("SSN","Last","First","Company",  
 "DateOfHire",  
 "Q4\_Pay","Q3\_Pay","Q2\_Pay","Q1\_Pay"),  
 na.strings="XXXXXX") %>%  
 mutate(DateOfHire = ymd(DateOfHire)) %>%  
 mutate(Last = str\_trim(Last), First = str\_trim(First),  
 Company = str\_trim(Company)) %>%  
 mutate(Name = sprintf("%s, %s", Last, First)) %>%  
 select(SSN, Name, Company, DateOfHire,  
 Q1\_Pay, Q2\_Pay, Q3\_Pay, Q4\_Pay)

write.table(EmploymentData, "C:/data/EmploymentDataTabbed.txt",  
 sep="\t", quote=FALSE, row.names = FALSE, na = "")

## Exporting Fixed-Width Data

Along with importing fixed-width data, sometimes we may need to convert our data into this format as well. For example, state agencies often require data reports to be uploaded as fixed-width data.

For exporting tabular data into fixed-width format, the major issue to deal with is ensuring that each column is the proper width. This will involve:

1. Truncating text that is too long for its column.
2. Whitespace (or zero) padding data so that it fills its entire column (this will also require knowing which side of the data should be padded).

Consider the following tab-delimited data:
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Our goal will be to import this and then export it with the following specification:

1. A header row which consists of these columns:
   1. The name of our college (20 characters, should be right padded with spaces).
   2. The report year (4 characters).
   3. The report semester code (2 characters).
   4. The number of records in the report (a number, 4 characters wide, should be filled with leading zeros).
2. The rows of each section taught (from our tabular data), consisting of these columns:
   1. The name of the course (30 characters, should be right padded with spaces).
   2. The number of sections taught (a number, 2 characters wide, should be filled with leading zeros).
   3. The credits earned from each section (a number, 4 characters wide, should be filled with leading zeros).

The first step in our R script will be to define the information that we will use in our header:

AcademicYear <- 2018 *#Report year*ReportingSemester <- "AU" *#Report semester (autumn)*College <- "INNSMOUTH COLLEGE"

Next, we will import our tab-delimited data using the **read.delim()** function:

CoursesTaught <- read.delim("C:/data/SchoolInput.txt")

At this point, our data will be in a dataset named **CoursesTaught**.

Now, let’s format the header that will be the first line of our output file:

Header <- sprintf("%s%d%s%04d", str\_pad(College,20,"right"),  
 AcademicYear, ReportingSemester, nrow(CoursesTaught))

Here we are using the **sprintf()** function to format text and numbers into a single line of text, as well as controlling how some of this data is printed. **sprintf()** takes a format string as its first argument, where:

* **%s** indicates a placeholder for a string.
* **%d** indicates a placeholder for an integer.
* **%04d** indicates a placeholder for an integer that needs to be 4 characters wide (and will be left-filled with zeros if shorter than that).

In the case of our format string "%s%d%s%04d", **sprintf()** will expect us to provide a string, integer, string, and a final integer. The first string that we provide is the college name, which will be right padded with spaces to a length of 20 using the **str\_pad()** function. After that, we provide our **AcademicYear** variable (an integer), our **ReportingSemester** variable (a string), and finally the number of courses in the data that we imported. Something to note about this last argument is that we get the number of records from our data by calling the **nrow()** (“number of rows”) function on our dataset. Also, the **%04d** syntax in our format string will ensure that it is 4-characters wide and filled with leading zeros.

Our next step will be to format the rest of the data into a single array of text and then combine it with our header row. Although our dataset consists of 3 columns, our goal is to combine each row into a single string (where each column has been properly padded and aligned). To do this, we will again use the **sprintf()** and **str\_pad()** functions to accomplish this; however, instead of calling these functions on single variables, we will use them on entire columns. (An advantage of the R language is that many of its functions are vectorized, meaning that they can be ran on both individual values and also arrays.)

Recall that we are formatting these rows to be a 30-character course name, a 2-character section count, and a 4-character credit hour count. Hence, we will use the format string "%s%02d%04d" for **sprintf()**, and then provide the columns **CourseName**, **SectionsTaught**, and **TotalCreditHours** from our **CoursesTaught** dataset. Our call to **sprintf()** (which will convert our entire dataset to a text array) will appear like this:

sprintf("%s%02d%04d",  
 str\_trunc(str\_pad(CoursesTaught$CourseName,30,"right")  
 ,30,"right",ellipsis = ""),  
 CoursesTaught$SectionsTaught, CoursesTaught$TotalCreditHours)

Note that along with using **str\_pad()** to whitespace pad the course name, we also use the function **str\_trunc()** to ensure that it isn’t longer than 30 characters. If a course name is longer than 30 characters, then this function will truncate it (in this case, it will truncate the right side of the string).

Now, we will combine our header row with the array of text (which contains our data) that **sprintf()** returned:

FinalReport <- c(Header,  
 sprintf("%s%02d%04d",  
 str\_trunc(str\_pad(CoursesTaught$CourseName,30,"right")  
 ,30,"right",ellipsis = ""),  
 CoursesTaught$SectionsTaught, CoursesTaught$TotalCreditHours))

The **c()** function will combine its arguments into a new array, and in the above example sends that to the variable **FinalReport**.

Now that we have our header and data in a fixed-column format, we can now export it:

write.table(as.data.frame(FinalReport), "C:/data/FinalReport.txt",  
 col.names = FALSE, row.names = FALSE, quote = FALSE)

Here we are converting our text array to a simple, 1-column dataset and then passing it to the **write.table()** function. We instruct this function that our data does not have any column or row names and to not quote the columns. Once this function runs, our output will appear as such:

![](data:image/png;base64,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)

Our data is now properly formatted and ready to submit to our state agency. Also, we now have an R script to automate creating these reports for any future submissions.

The final script is as follows:

suppressMessages(**library**(stringr)) *#string manipulation functions*

AcademicYear <- 2018 *#Report year*ReportingSemester <- "AU" *#Report semester (autumn)*College <- "INNSMOUTH COLLEGE"

CoursesTaught <- read.delim("C:/data/SchoolInput.txt")

Header <- sprintf("%s%d%s%04d", str\_pad(College,20,"right"),  
 AcademicYear, ReportingSemester, nrow(CoursesTaught))

FinalReport <- c(Header,  
 sprintf("%s%02d%04d",  
 str\_trunc(str\_pad(CoursesTaught$CourseName,30,"right")  
 ,30,"right",ellipsis = ""),  
 CoursesTaught$SectionsTaught, CoursesTaught$TotalCreditHours))

write.table(as.data.frame(FinalReport), "C:/data/FinalReport.txt",  
 col.names = FALSE, row.names = FALSE, quote = FALSE)